Image Recognition to Japanese Demo

1. Introduction
   1. Welcome to John's image recognition to Japanese code! This demo will explain the basic flow and workings of the program. This program is heavily based on the neural network tutorial found on the tensorflow website: <https://tensorflow.org/tutorials/image_recognition/>  
      The program uses the Inception v3 neural network combined with images from 1000 different categories in the imagenet
2. Installations and Setup
   1. This code is run in Python, constructed using the community version of **Pycharm** I recommend using PyCharm for development and debugging.
3. Flow of the program
   1. Structure of Main:
      1. ![](data:image/png;base64,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)
      2. Main is the main method of the program. It takes the imagepaths and outputs a graph of images and Japanese descriptors.
      3. **The program (main) roughly goes as follows:**
         1. Main - \_\_main\_\_ method
            1. show\_images\_and\_synonyms

Initialize graph

For each image path call:

classify\_img

get\_probable\_synsets

get\_jap\_synonyms

Display images

* + 1. Note: The three looped methods have a verbose version called get\_synonyms\_verbose.
    2. Classify image calls the classify\_image method from the imagenetClassify module.
    3. File\_exists is just a method to check whether a file exists.
    4. Get\_japanese\_synonyms is itself broken down into further functions for ease of debugging and readability.
  1. Structure of classify\_image:
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     2. imagenetClassify gets called by main.classify\_img.
     3. The main method is classify\_image. It takes an image and guesses the top 5 noun synsets contained in the image, outputting a list of tuples in form (synset\_name, probability, synset\_offset)
     4. **Flow**
        1. classify\_image:
           1. call maybe\_download\_and\_extract to download the neural network if not found locally.

use \_progress to output a progress bar during the download

* + - * 1. call run\_inference\_on\_image

call create\_graph

build the “graph”, or the neural network via data in the classify\_image\_graph\_def.pb protocol buffer file.

send images through the net and output a list of all 1000~ final category nodes and their respective probabilities

call write event()

writes the event to the tensorboard file TODO: make optional

shrink the output down to only the top n (default 5) categories in the picture

use the NodeLookup class to find the offsets and synset names from the Node\_ID

return the top n categories in form (synset\_name, probability, synset\_offset)

* + - * 1. return the same
  1. Structure of NodeLookup
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     2. Called by run\_inference\_on\_image. Holds look up tables to look up the network node labels. Nodes each have two labels, one string and one offset. UID is similar to the words’ offsets, but I do not know what it stands for.  
        **Note:** uid – similar to offset, mapping to WordNet  
         id aka nodeid – the node’s specific id number in the neural network
     3. name – string name of the synset
     4. **Structure**
        1. \_\_init\_\_ calls the load method to load the *node\_lookup\_to\_name* dictionary and *node\_lookup\_to\_uid* dictionary each from their respective lookup paths  
           **Note:** The *node\_lookup\_to\_name* dictionary and *node\_lookup\_to\_uid* dictionary are loaded from:  
           'imagenet\_2012\_challenge\_label\_map\_proto.pbtxt' and  
           'imagenet\_synset\_to\_human\_label\_map.txt'  
           respectively. These two files will need to be changed if categories ever want to be changed.
        2. load is the loading method.
        3. id\_to\_string will pass the name of the synset of a specific node to any method that calls NodeLookup().id\_to\_string(node\_id)
        4. id\_to\_noun\_offset will pass the name of the synset of a specific node to any method that calls NodeLookup().id\_to\_string(node\_id)
           1. get\_offset\_from\_uid is a helper function
        5. node\_lookup\_to\_name: dictionary of {node\_id : name}
        6. node\_lookup\_to\_uid: dictionary of {node\_id : uid}
  2. Structure of get\_jap\_synonyms:
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     2. Called from show\_images\_and\_synonyms
     3. **Flow**:
        1. Passed a list of synsets
        2. Passes all of the Japanese lemmas in the synsets into a variable called *lemmas.*
           1. The lemmas are added by *add\_japanese\_lemmas\_from\_synsets(synsets, [])* from the list of synsets called *synsets* into []
        3. If the number of lemmas found from the synsets is less than *min\_lemmas*, the program gets all the direct hypernyms of *synsets* and makes them the new *synsets* list. It will repeat getting hypernyms and calling the *add\_japanese\_lemmas\_from\_synsets* method adding lemmas from *synsets* into *lemmas* until *min\_lemmas* has been reached.
        4. Lastly the names from all the lemma objects form *synonyms* and *synonyms* is returned.

1. Main Method
   1. Imports
      1. .

*# -\*- coding: utf-8 -\*-***from** pathlib **import** Path  
**from** matplotlib.font\_manager **import** FontProperties  
**from** matplotlib **import** pyplot **as** plt  
**import** math  
**from** modules **import** imagenetClassify  
**from** nltk.corpus **import** wordnet **as** wn

* + 1. This first section of code is at the very top of main.py and contains the import statements. It also contains a header to indicate coding in utf-8 for strings and characters, but I am not sure if this is necessary or not.
       1. Path: This is a library used to check if paths exist or not.
       2. FontProperties: This is a library to edit the font on the chart so that Japanese will be able to come out.
       3. plt: This is the library used to plot pictures and subheadings in a graph-like format.
       4. math: Basic math library
       5. imagenetClassify: A script in the modules folder next to main.
       6. wn: WordNet (Extended Open Multilingual Wordnet) API to work with synsets and translation
  1. Constants
     1. .

*#see description of constants under the show\_images\_and\_synonyms method.*FONT\_SIZE = 10  
FONT\_PATH = **r'C:\WINDOWS\Fonts\yugothm.ttc'**PLOT\_MAX\_LENGTH = 6  
PLOT\_SPACING = 2

* + 1. These are constants that are used in the program. These are moved to the top for ease of editing.
       1. FONT\_SIZE = 10 (font size on the plot)
       2. FONT\_PATH = r'C:\WINDOWS\Fonts\yugothm.ttc' (location of the sinograph-containing font to use)
       3. PLOT\_MAX\_LENGTH = 6 (the max size of rows and columns in the plot)
          1. note: only the first length^2 images from impaths will be shown. For more images, it may be best to write  
             to a file or to run iterations of the program.
       4. PLOT\_SPACING = 2 (interval at which to show images in the plot. I find 1 is too crowded.)
  1. Main method

**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 *# be careful because \U can sometimes mean "Character with 32-bit hex  
 # value xxxxxxxx" - C:\\ is always acceptable  
 # the links need to be in an array* example\_images = [**"C:\\Users\John.McCloskey\PycharmProjects\AnaTensorTest1"  
 "\downloads\spa.jpg"**]  
 show\_images\_and\_synonyms(example\_images, thresh=0)

* + 1. If \_\_name\_\_ == '\_\_main\_\_', then this is this file has been called on its own, not from any other method. In that case, this code is run first. However, it immediately just calls the *show\_images\_and\_synonyms* method.
    2. **Note:** The *show\_images\_and\_synonyms* method needs to be passed a **list** (bracketed collection) of image paths, not just one image path. If these paths are to be passed in bulk, it is recommended that:
       1. the program runs in a loop of batches of images that is less than PLOT\_MAX\_LENGTH^2.
       2. the program reads input data from file and outputs the charts to file.

1. Show\_images\_and\_synonyms
   1. Docstring

**def** show\_images\_and\_synonyms(impaths, thresh=.2, verbose=**True**):

"""  
 Shows images in a square pyplot grid.  
Constants (initialized at the top of the file):  
FONT\_SIZE = 10 (font size on the plot)  
FONT\_PATH = r'C:\WINDOWS\Fonts\yugothm.ttc' (location of the sinograph-containing font to use)  
PLOT\_MAX\_LENGTH = 6 (the max size of rows and columns in the plot)  
---note: only the first length^2 images from impaths will be shown. For more images, it may be best to write  
to a file or to run iterations of the program.

PLOT\_SPACING = 2 (interval at which to show images in the plot. I find 1 is too crowded.)  
**:param** impaths: List<String> list of filepath locations of the images to be read.  
Paths must avoid accidental escape sequences from \ (backslash)  
characters combined with escape characters. Otherwise r can be put  
before strings to indicate a raw string, free of escapes.  
Relative paths must be relative to the location of this program--an image folder is recommended to be put in the  
same folder as "modules".  
**:param** thresh: double. The threshold score for a meaningful categorization in the program. This parameter should be tested  
with different values to see if perhaps a higher or lower value gives better results.  
**:param** verbose: boolean. Indicates whether the program will output text during the program or not. Unless it is a  
nuisance, this should always be True so that users can see scores and categories not listed in the plot.  
"""

* 1. Initializing the Plot

num\_images = len(impaths)  
plot\_length = math.ceil(math.sqrt(num\_images))  
**if** plot\_length > PLOT\_MAX\_LENGTH:  
 plot\_length = PLOT\_MAX\_LENGTH  
**if** plot\_length \* plot\_length < num\_images:  
 num\_images = plot\_length \* plot\_length  
fp = FontProperties(fname=FONT\_PATH, size=FONT\_SIZE)  
plt.figure(figsize=(plot\_length \* PLOT\_SPACING, plot\_length \* PLOT\_SPACING))  
plt.suptitle(**"Thresh = {}"**.format(thresh))

* + 1. Breakdown line-by-line
       1. Find the number of images by length of the aray
       2. Find how many images per row and column in the plot
       3. .
       4. Make sure the plot is not too big
       5. .
       6. Only display as many images as can fit in the plot
       7. Initialize a matplotlib FontProperty object to tell our graph what font to use
          1. the default font does not contain any kanji and cannot be used in Japanese
       8. create a square plot with a side length of

1. Additional Information:
   1. Tensorflow:
      * 1. Introduction:
           1. <https://cs224d.stanford.edu/lectures/CS224d-Lecture7.pdf>  
              “CS224d: TensorFlow Tutorial” (Powerpoint from Stanford University course CS224d by Bharath Ramsundar). Brief overview of Tensorflow. Very informative. Quick summary:

Tensorflow is just one of many neural network APIs

How to choose an API (Note: at the time, Torch was only available with the Lua language, so Tensorflow was chosen as better because it is written in Python. However, now PyTorch also exists).

a tensor can be represented as a multidimensional array of numbers

**TensorFlow and Numpy are quite similar**

TensorFlow graphs and sessions

Feeds etc.

* + - 1. What is a tensor?
         1. <https://www.tensorflow.org/guide/tensors>  
            “Tensors” by TensorFlow Staff. In-depth information. Covers what a tensor is, what Ranks they can be, their shape, etc.
      2. Tensorboard
      3. Tensorhub
  1. Neural Networks
     + 1. Captioning Neural Nets
          1. Coco
          2. Coco example program
          3. A Hierarchical Approach for Generating Descriptive Image Paragraphs

<https://cs.stanford.edu/people/ranjaykrishna/im2p/index.html>  
Dataset and paper from the Stanford vision lab on captioning pictures

* + - 1. Neural Network Theory
         1. http://cs231n.github.io/  
            github page for the Convolutional Neural Networks for Visual Recognition course at Stanford.
  1. Python and Related Libraries/Software
     + 1. Intro to Python and Libraries
          1. http://cs231n.github.io/python-numpy-tutorial/  
             “Python Numpy Tutorial” from the CS231n Convolutional Neural Networks for Visual Recognition course at Stanford. Python. Numpy. Matplotlib. Subplots. Image display.  
             Very dry. Probably best used as a reference. However, it is a very helpful introduction to Python for experienced programmers.  
             **Note:** This uses scipy.misc to open images, whereas I have been using matplotlib.pyplot. Scipy is supposed to just be a platform that contains matplotlib, so they might indeed be the same method, but I do not know.
       2. CSV library
       3. Anaconda
          1. <https://www.anaconda.com/what-is-anaconda/>
       4. Google Cloud
          1. <http://cs231n.github.io/gce-tutorial/>
          2. <https://cloud.google.com/gcp/>

Google Cloud Homepage. The free trial allows for $300? This looks useful for training networks.

* + - 1. Python C++
      2. url soup
  1. WordNet
     + 1. Japanese WordNet
          1. http://compling.hss.ntu.edu.sg/wnja/  
             “日本語 WordNet” by Linguistics and Multilingual Studies at Nanyang Technological University & 情報通信研究機構. The Python API does not work.
       2. WordNet Structure
          1. link
       3. open multilingual wordnet
  2. ImageNet
     + 1. ImageNet Overview
          1. <http://www.image-net.org/about-overview>  
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